1.Implementation of Symmetric cipher algorithm AES

import hashlib

# Generate S-box from SHA256 of a constant string

def generate\_sbox():

seed = b"AES\_SBOX\_GENERATION\_SEED"

hash\_obj = hashlib.sha256(seed)

hash\_bytes = hash\_obj.digest()

# Create a permutation of 0-255 using the hash

sbox = list(range(256))

for i in range(256):

swap\_idx = (i + hash\_bytes[i % 32]) % 256

sbox[i], sbox[swap\_idx] = sbox[swap\_idx], sbox[i]

return sbox

Sbox = generate\_sbox()

InvSbox = [Sbox.index(i) for i in range(256)]

Rcon = [0x01,0x02,0x04,0x08,0x10,0x20,0x40,0x80,0x1B,0x36]

def sb(s): return [Sbox[b] for b in s]

def isb(s): return [InvSbox[b] for b in s]

def sr(s): return [s[0],s[5],s[10],s[15],s[4],s[9],s[14],s[3],s[8],s[13],s[2],s[7],s[12],s[1],s[6],s[11]]

def isr(s): return [s[0],s[13],s[10],s[7],s[4],s[1],s[14],s[11],s[8],s[5],s[2],s[15],s[12],s[9],s[6],s[3]]

def xt(a): return ((a<<1)^0x1B)&0xFF if a&0x80 else (a<<1)&0xFF

def mc(s):

for i in range(0,16,4):

s0,s1,s2,s3 = s[i],s[i+1],s[i+2],s[i+3]

t = s0^s1^s2^s3

s[i+0] ^= t^xt(s0^s1)

s[i+1] ^= t^xt(s1^s2)

s[i+2] ^= t^xt(s2^s3)

s[i+3] ^= t^xt(s3^s0)

return s

def mul(a, b):

p = 0

for \_ in range(8):

if b & 1: p ^= a

hi = a & 0x80

a = (a << 1) & 0xFF

if hi: a ^= 0x1B

b >>= 1

return p

def imc(s):

for i in range(0,16,4):

s0,s1,s2,s3 = s[i],s[i+1],s[i+2],s[i+3]

s[i+0] = mul(s0,0x0e)^mul(s1,0x0b)^mul(s2,0x0d)^mul(s3,0x09)

s[i+1] = mul(s0,0x09)^mul(s1,0x0e)^mul(s2,0x0b)^mul(s3,0x0d)

s[i+2] = mul(s0,0x0d)^mul(s1,0x09)^mul(s2,0x0e)^mul(s3,0x0b)

s[i+3] = mul(s0,0x0b)^mul(s1,0x0d)^mul(s2,0x09)^mul(s3,0x0e)

return s

def ark(s, k): return [a^b for a,b in zip(s,k)]

def ke(k):

w = [list(k[i:i+4]) for i in range(0,16,4)]

for i in range(4,44):

t = w[i-1][:]

if i%4==0:

t = t[1:]+t[:1]

t = [Sbox[b] for b in t]

t[0] ^= Rcon[i//4-1]

w.append([a^b for a,b in zip(w[i-4],t)])

return [bytes(sum(w[i\*4:i\*4+4],[])) for i in range(11)]

def enc(b, k):

s, rk = list(b), ke(k)

s = ark(s, rk[0])

for i in range(1,10): s = ark(mc(sr(sb(s))), rk[i])

return bytes(ark(sr(sb(s)), rk[10]))

def dec(b, k):

s, rk = list(b), ke(k)

s = ark(s, rk[10])

s = isr(isb(s))

for i in range(9,0,-1):

s = ark(s, rk[i])

s = imc(s)

s = isr(isb(s))

return bytes(ark(s, rk[0]))

def pad(d):

pad\_len = 16 - (len(d) % 16)

return d + bytes([pad\_len] \* pad\_len)

def unpad(d):

pad\_len = d[-1]

return d[:-pad\_len]

def enc\_ecb(p, k):

p = pad(p)

return b''.join(enc(p[i:i+16], k) for i in range(0,len(p),16))

def dec\_ecb(c, k):

return unpad(b''.join(dec(c[i:i+16], k) for i in range(0,len(c),16)))

key = b"\x2b\x7e\x15\x16\x28\xae\xd2\xa6\xab\xf7\x15\x88\x09\xcf\x4f\x3c"

plaintext = b"Hiiiiiii my name is Gayathri"

ciphertext = enc\_ecb(plaintext, key)

decrypted = dec\_ecb(ciphertext, key)

print(f"Plaintext: {plaintext}")

print(f"Ciphertext (hex): {ciphertext.hex()}")

print(f"Decrypted: {decrypted}")

output: ![](data:image/png;base64,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)

1.Implementation of Symmetric cipher algorithm RC4

def rc4\_init(key: bytes):

"""Key Scheduling Algorithm (KSA)"""

key\_length = len(key)

S = list(range(256))

j = 0

for i in range(256):

j = (j + S[i] + key[i % key\_length]) % 256

S[i], S[j] = S[j], S[i]

return S

def rc4\_generate\_keystream(S, length):

"""Pseudo-Random Generation Algorithm (PRGA)"""

i = j = 0

keystream = []

for \_ in range(length):

i = (i + 1) % 256

j = (j + S[i]) % 256

S[i], S[j] = S[j], S[i]

K = S[(S[i] + S[j]) % 256]

keystream.append(K)

return keystream

def rc4\_encrypt(key: bytes, data: bytes) -> bytes:

"""Encrypt/Decrypt using RC4"""

S = rc4\_init(key)

keystream = rc4\_generate\_keystream(S, len(data))

return bytes([d ^ k for d, k in zip(data, keystream)])

if \_\_name\_\_ == "\_\_main\_\_":

key = b"secretkey"

plaintext = b"Hello RC4 Stream Cipher!"

# Encrypt

ciphertext = rc4\_encrypt(key, plaintext)

print("Plaintext:", plaintext)

print("Ciphertext (hex):", ciphertext.hex())

# Decrypt

decrypted = rc4\_encrypt(key, ciphertext)

print("Decrypted:", decrypted)

output:
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